## CS3000: Algorithms \& Data Paul Hand

## Lecture 7:

- Divide and Conquer Example - Similar to HW
- Binary Search
- Another Example

Jan 30, 2019

Practice Problem:
Maximum Sum Subarray Problem

Maximum Sum Subarray Problem

- Input: Array A[1:n] of integers
- Problem: Find a subarray A[i:j] with the largest possible sum
- Example: $\mathrm{A}=[3,-4,5,-2,-2,6,-3,5,-3,2]$

Maximum sum $=9$
Stop 1\% Find a "naive" methal
Qt If we dont care abut efficiency how con we solve? How bad is that approach? (what is the time complexity of it)

Approach ${ }^{\circ}$
"try Graything"

- Iterate over all suborras choose max
For $\check{\llcorner }=1 \cdots n$
For j $=$ it 1 ...n
Gualuat6 sum $A[i: j]$ return max
complexity is $\Theta\left(n^{3}\right)$
at most $n$ terms in som


Feels very slaw.
Try divide \& conquer

- Input: Array A[1:n] of integers
- Problem: Find a subarray A[i:j] with the largest possible sum
- Task: Devise a divide and conquer algorithm to solve this problem. Consider an algorithm that divides A into two halves.
- Task: Devise a divide and conquer algorithm to solve this problem. Consider an algorithm that divides A into two halves.
What do I need bo get dividet conquer to work?

BOSE case

can I acquire the best subarray over the whale problem efficiently? $O(n)$ ?
wonder: What hasnt been considoral so far. subareas that lire in both halves
If Ire solved two smaller versions how do I "merget" them together for start Cod Evaluate all Or) suborry living in Efficiently? righthalt (contains), in $O(n)$ time

$$
[\quad x][x
$$

Subary that spars hoth sulto has lett port \& vishe pont
Sepporately find best subory on lats \& best subory on righs (indwes midde elta)
$[$
$\Gamma$
$\Gamma$
$\begin{array}{ll}{[x} & ] \\ {[x x} & ] \\ {[x+x} & ] \\ \vdots \\ {[x+x x y]}\end{array}$
$\left\{\begin{array}{cc}o(n) & \text { dilt } \\ & \text { chacg } \\ \text { can } & b \in \text { Gualiad } \\ \text { in } & O(n)\end{array}\right.$ time.

* (A) Best suberng lives only on lett
(B) Best subsurry lives only on Rigid
(C) Best sebarry live o on beth
chase best cemony $A B B$.
can be fend by best subarry / wing an that contains lett most entry of $R$ $+$ best subarry living an L that conkary rightmost tarty of $L$

Divide-and-Conquer: Binary Search

Binary Search anything lat is 2 28. Dent lakh ate Is 28 in this list?

| 2 | 3 | 8 | 11 | 15 | 17 | 28 | 42 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |

Nave alga linear search. check fin] for ǐ=c<compat>...n. $O(n)$ time. Bod did not Exploit Structure
(17) $|28| 42$
(28) 42
get 28 . in lest.

Binary Search

Search (A, t ) :
// A[1:n] sorted in ascending order
Return BS ( $\mathrm{A}, 1, \mathrm{n}, \mathrm{t}$ )

- left and of "active" regin
$\mathrm{BS}(\mathrm{A}, \boldsymbol{\ell}, \mathrm{r}, \mathrm{t})$ : right Gad of "actucc" PCylcn
If $(\ell>r)$ : return FALSE
width
$\mathrm{m} \leftarrow \ell+\left[\frac{r-\ell}{2}\right]$ midpoint. ct list \& found down
If $(A[m]=t):$ Return $m$ nothing to right of $m$ matters
ElseIf (A $[\mathrm{m}]>\mathrm{t}$ ): Return BS (A, $, \mathrm{m}, \mathrm{B}, \mathrm{t}$ )
Else: Return BS (A, m+1,r,t)
// A[1:n] sorted in ascending order

Activity

- What is the running time of binary search?
- What is the recurrence?
- What is the solution to the recurrence?

Return BS ( $\mathrm{A}, 1, \mathrm{n}, \mathrm{t}$ )
$\mathrm{BS}(\mathbf{A}, \boldsymbol{l}, \mathbf{r}, \mathrm{t})$ : Gffertice/actire port of
If $(\ell>r)$ : return FALSE $A$ is
$\mathrm{m} \leftarrow \ell+\left\lfloor\frac{r-\ell}{2}\right\rfloor$
If $(A[m]=t):$ Return $m$
ElseIf (A [m] > t) : Return BS (A, $\ell, m-1, t)$
Else: Return BS (A, m+1,r,t)

$$
T(n)=T\left(\frac{n}{2}\right)+C n^{0} T\left(\frac{n}{2}\right)
$$

no 2 here bic dint recurs on bath halves.

Master the:

By thu?

$$
\begin{array}{rlrl}
a=1 & \frac{a}{b^{d}}=1 & T(n) & =\theta\left(n^{d} \log n\right) \\
b=2 & & & =\theta(\log n) \\
d=0 & &
\end{array}
$$

Proof of Correctness for Binary Search
Proof of Correctness of Binary Search
Chm: $\forall n \in \mathbb{N} \quad \forall l, r$ s.t. $r-l \leq n, \forall A, \forall t$

$\operatorname{Search}(A, t):$
// A[1:n] sorted in ascending order Return $\operatorname{BS}(A, 1, n, t)$
$\mathrm{BS}(\mathrm{A}, l, r, t):$
If $(\ell>r)$ : return FALSE

$$
\mathrm{m} \leftarrow \ell+\left\lfloor\frac{r-\ell}{2}\right\rfloor
$$

* If $(A[m]=t):$ Return $m$

ElseIf $(A[m]>t)$ : Return BS $(A, l, m-1, t)$
$\nexists$ Else: Return $B S(A, m+1, r, t)$

Base Case: $H(1)$ the algorithm is correct
Inductive Step: Assume $H(n)$ is true

$$
(\cos t 1) \text { If } A[m]=t
$$

suppose that we get $B S(A, l, r, t)$ and $r-l \leq n+1 \quad \operatorname{Ccose} 2] \quad A[m] S t \Rightarrow t$ is not in

$$
A[m: n]
$$ $m \leftarrow \ell+\left\lfloor\frac{r-l}{2}\right\rfloor$

By I. H. Bs b/c list vas scoter.
(cost 3) $A[m]<t$.
Same as case?
and 1 otherwise $t \in A[l$ :
If return false, $b \notin A[l i m-1]$ Ad t $t \notin\left[\begin{array}{ll}m i n\end{array}\right]$

$$
\Rightarrow t \in A
$$

Binary Search Wrapup

- Search a sorted array in time $O(\log n)!!!$
- Divide-and-conquer approach
- Find the middle of the list, recursively search half the list
- Key Fact: eliminate half the list each time

If we want
to Starch

- Prove correctness via induction many Emma,
- Analyze running time via recurrence worth it to
- $T(n)=T(n / 2)+C$ serb in advance
$\alpha$ \& If $\pm$ wank to shack it $t \in l_{136} A$, is it wroth it $\frac{1}{2}$ sot $A$ annul do bray Śeroch??
Sorta $n \log n \quad S \operatorname{serchi} \operatorname{lag} n \quad n \lg n+\operatorname{lag} n=\theta(n \log n)$

Practice Problem:
Finding maximum of unimodal list

Max of Unimodal List
no repeats

- Input: Array A[1:n] of integers. $\mathrm{A}[1: \mathrm{i}]$ is Struts increasing. And $A[i+1: n]$ is decreasing.
- Problem: Find largest element in $O(\log (n))$ time
- Examples:

$$
\left.\begin{array}{l}
A=[1,4,5,3,0] \\
A=[5,2,1,0,-2] \\
A=[2,4,7,9]
\end{array}\right\} \text { all uninusi al }
$$

Naive alyä On) time.
Try all possibility
Inspired by binary search how ald you solve it by dudes conquer?


If $x$ is max among those 3, retion $x$. If lett is max, throw away whats rishi If resht is may, - lett

## Max of Unimodal List

- Input: Array A[1:n] of integers. A[1:i] is increasing. And $A[i+1: n]$ is decreasing.
- Problem: Find largest element in $\mathrm{O}(\log (\mathrm{n}))$ time
- Examples:
$A=[1,4,5,3,0]$
$A=[5,2,1,0,-2]$
$A=[2,4,7,9]$

